TIP: If you are curious as to what Unicode characters are “letters” as far as Java is concerned, you can use the isJavaIdentifierStart and isJavaIdentifierPart methods in th**e Character** class to check.

TIP: Even though $ is a valid Java letter, you should not use it in your own code. It is intended for names that are generated by the Java compiler and other tools. Any currency symbol could be used as identifier.

Note that integer division by 0 raises an exception, whereas floating-point division by 0 yields an infinite or NaN result.

double y = Math.sqrt(x);

System.out.println(y); // prints 2.0

NOTE: There is a subtle difference between the println method and the sqrt method.The println method operates on the System.out object. But the sqrt method in the Math class does not operate on any object. Such a method is called a static method.

When a number is present in the code, it is called a literal.

A local variable is a variable defined within a method. Local variables must be initialized before use.

Think of the acronym PIC (picture): package, import, and class. Fields and methods are easier to remember because they merely must be inside of a class.

**Objects vs. References**

Do not confuse a reference with the object that it refers to; they are two different entities. The reference is a variable that has a name and can be used to access the contents of an object. A reference can be assigned to another reference, passed to a method, or returned from a method. **All references are the same size**, no matter what their type is. An object sits on the heap and does not have a name. Therefore, you have no way to access an object except through a reference. Objects come in all different shapes and sizes and consume varying amounts of memory. An object cannot be assigned to another

**finalize()**

Java allows objects to implement a method called finalize()that might get called. This method gets called if the GC tries to collect the object. If the GS doesn’t run, the method doesn’t get called. If the GS fails to collect the object and tries to run it again later, the method doesn’t get called a second time.

Simple Java was intended to be simpler than C++. In addition to eliminating pointers, it got rid of operator overloading. In C++, you could write a + b and have it mean almost anything. But Java still has an overloaded operator +, which could be used either for numbers or for concatenation.

Understand the effect of using packages and imports. Packages contain Java classes. Classes can be imported by class name or wildcard. Wildcards do not look at subdirectories. In the event of a import conflict, class name imports take precedence over wildcard \*.

**Overflow vs Underflow**

Overflow is when the absolute value of the number is too high for the computer to represent it.

Underflow is when the absolute value of the number is too close to zero for the computer to represent it.

You can get overflow with both integers and floating-point numbers. You can only get underflow with floating point numbers.

To get an overflow, repeatedly multiply a number by ten. To get an underflow repeatedly divide it by ten.

If the variable x is a signed byte it can have values in the range -128 to +127, then

x = 127

x = x + 1

will result in an overflow. +128 is not a valid value for x.

For floating point numbers, the range depends on their representation. If x is a single precision (32-bit IEEE) number, then

x = 1e-38

x = x / 1000

will result in an underflow. 1e-42 is not a valid value for x.

int x = 2, z = 3;

x = x \* z; // Simple assignment operator

x \*= z; // Compound assignment operator

The left-hand side of the compound operator can only be applied to a variable that is already defined and cannot be used to declare a new variable. In the previous example, if x was not already defined, then the expression x \*= z would not compile.

Exclusive OR (^) is only true if the operands are different.

**Comparing for and for-each Loops**

Since for and for-each both use the same keyword, you might be wondering how they are related. While this discussion is out of scope for the exam, let’s take a moment to explore how for-each loops are converted to for loops by the compiler. When for-each was introduced in Java 5, it was added as a compile-time enhancement. This means that Java converts the for-each loop into a standard for loop during compilation. For example, assuming names is an array of String[] as we saw in the ﬁrst example, the following two loops are equivalent:

for(String name : names) {

System.out.print(name + ", ");

}

for(int i=0; i < names.length; i++) {

String name = names[i];

System.out.print(name + ", ");

}

For objects that inherit java.lang.Iterable, there is a different, but similar, conversion. For example, assuming values is an instance of List<Integer>, as we saw in the second example, the following two loops are equivalent:

for(int value : values) {

System.out.print(value + ", ");

}

for(java.util.Iterator<Integer> i = values.iterator(); i.hasNext(); ) {

int value = i.next();

System.out.print(value + ", ");

}

Notice that in the second version, there is no update statement as it is not required when

using the java.util.Iterator class.

An object is a runtime instance of a class in memory. All the various objects of all the different classes represent the state of your program.

Java classes have two primary elements: **methods**, often called functions or procedures in other languages, and **fields**, more generally known as variables. Together these are called the **members** of the class. Variables hold the state of the program, and methods operate on that state. If the change is important to remember, a variable store that change.

Java building blocks:

* class
* interface
* enum
* annotation

Java calls a word with special meaning a keyword

Method requires information be supplied to it from the calling method, this information is called a parameter. But concrete parameter value is an argument

Method signature – method name and parameters (parameters order plays a role, namely if parameters types are different than different order of them result in different signature)

Comments aren’t executable code and could be place anywhere

Spaces between / and \* (or \*\*) in multiline comment cause compile error

**Classes vs. Files**

* It is possible to put several classes in single \*.java file (not common practice, but anyway).
* And such files aren't mandatory to be a public
* To compile them use javac with common java file
* To run use java with class name (it means that param for javac is class name, not class-file name)
* It is possible to have at most one public class in \*.java file. And in such a case class name and java file name should be the same. But public class couldn’t be presented at all.

Bytecode consists of (~256 that is why byte) instructions that the JVM knows how to execute. Notice that we must omit the .class extension to run Zoo.java because the period has a reserved meaning in the JVM.

The keyword static binds a method to its class, so it can be called by just the class name. Java doesn’t need to create an object to call the main() method, in fact, the JVM does this when loading the class name given to it.

If a main() method isn’t present in the class we name with the .java executable, the process will throw an error and terminate. Even if a main() method is present, Java will throw an exception if it isn’t static. A non-static main() method might as well be invisible from the point of view of the JVM.

Java executables – classes which run using ‘java className’

The keyword **void** represents the return type. A method that returns no data returns control to the caller silently. In general, it’s good practice to use void for methods that change an object’s state. In that sense, the main() method changes the program state from started to finished

main() method’s parameter list, represented as an array of java.lang.String objects. In practice, you can write String[] args, String args[] or String... args; the compiler accepts any of these. The variable name args hints that this list contains values that were read in (arguments) when the JVM started. You can use any name you like, though.

There are two key points... are called varargs (variable argument lists)

Spaces are used to separate the arguments for java command. If you want spaces inside an argument, you need to use quotes.

All command-line arguments are treated as String objects, even if they represent another data type.

Import statements tell Java which packages to look in for classes. There is no any loading (like include in C++), only identification of the places to search in.

Package names are hierarchical.

Classes in the same package are often imported together. You can use a \* shortcut to import all the classes in a package.

The \* is a wildcard that matches all classes in the package. It doesn’t import child packages, fields, or methods; it imports only classes (unless static).

**Wildcard import overheads**

You might think that including so many classes slow down your program, but it doesn’t. The compiler figures out what’s needed. Which approach you choose is personal preference.

There’s one special package in the Java world called java.lang. This package is special in that it is automatically imported.

Classes without explicit stated package automatically put in default (no-name) one. But classes from such package couldn’t be imported in any explicitly named package

Another case of redundancy involves importing a class that is in the same package as the

class importing it. Java automatically looks in the current package for other classes.

Now let’s consider some imports that don’t work:

import java.nio.\*; // NO GOOD – a wildcard only matches

//class names, not "file.\*Files"

import java.nio.\*.\*; // NO GOOD – you can only have one wildcard

//and it must be at the end

import java.nio.files.Paths.\*; // NO GOOD – you cannot import methods

//only class names

One of the reasons for using packages is so that class names don’t have to be unique across all of Java. This means you’ll sometimes want to import a class that can be found in multiple places.

import java.util.Date;. The tricky cases come about when other imports are present:

import java.util.\*;

import java.sql.\*; // DOES NOT COMPILE

When the class is found in multiple packages, Java gives you the compiler error: The type Date is ambiguous

Is it a compile error or warning?

import java.util.Date;

import java.sql.Date;

Java is smart enough to detect that this code is no good. As a programmer, you’ve claimed to explicitly want the default to be both the java.util.Date and java.sql.Date implementations. Because there can’t be two defaults, the compiler tells you: The import java.sql.Date collides with another import statement

**If You Really Need to Use Two Classes with the Same Name…**

Sometimes you really do want to use Date from two different packages. When this happens, you can pick one to use in the import and use the other’s fully qualiﬁed class name (the package name, a dot, and the class name) to specify that it’s special. For example:

import java.util.Date;

public class Conflicts {

Date date;

java.sql.Date sqlDate;

}

Or you could have neither with an import and always use the fully qualiﬁ ed class name:

public class Conflicts {

java.util.Date date;

java.sql.Date sqlDate;

}

First you declare the type that you’ll be creating (Random) and give the variable a name (r). This gives Java a place to store a reference to the object. Then you write new Random() to actually create the object in heap memory.

There are two key points to note about the constructor:

* the name of the constructor matches the name of the class
* there’s no return type.

The purpose of a constructor is to initialize fields, although you can put any code in there. Another way to initialize fields is to do so directly on the line on which they’re declared.

It’s possible to read and write instance variables directly from the caller. In this example, a mother swan lays eggs:

public class Swan {

int numberEggs;// instance variable

public static void main(String[] args) {

Swan mother = new Swan();

mother.numberEggs = 1; // set variable

System.out.println(mother.numberEggs); // read variable

}

}

You can even read and write fields directly on the line declaring them:

public class Name {

String first = "Theodore";

String last = "Moose";

String full = first + last}

When you learned about methods, you saw braces ({}). The code between the braces is called a code block. Sometimes this code is called being inside the braces. Anywhere you see braces is a code block.

Sometimes code blocks are inside a method. These are run when the method is called. Other times, code blocks appear outside a method. These are called instance initializers. Also, there is a static initializer.

**Order of Initialization that you need to remember:**

* Fields and instance initializer blocks are run in the order in which they appear in the file
* The constructor runs after all fields and instance initializer blocks have run.

Order matters for the fields and blocks of code. You can’t refer to a variable before it has

been initialized:

{ System.out.println(name); } // DOES NOT COMPILE

private String name = "Fluffy";

**Primitive Types:**

Java has eight built-in data types, referred to as the Java primitive types. These eight data types represent the building blocks for Java objects, because all Java objects are just a complex collection of these primitive data types.

float and double are used for floating-point (decimal) values.

* A float requires the letter f following the number so Java knows it is a float
* byte, short, int, and long are used for numbers without decimal points
* Each numeric type uses twice as many bits as the smaller similar type. For example,

short uses twice as many bits as byte does.

You should know that a byte can hold a value from –128 to 127. So, you aren’t stuck memorizing this, let’s look at how Java gets that. A byte is 8 bits. A bit has two possible values. (These are basic computer science definitions that you should memorize)

28 is 2 × 2 = 4 × 2 = 8 × 2 = 16 × 2 = 32 × 2 = 64 × 2 = 128 × 2 = 256.

Since 0 needs to be included in the range, Java takes it away from the positive side.

The number of bits is used by Java when it figures out how much memory to reserve for your variable. For example, Java allocates 32 bits if you write this:

int num;

**What Is the Largest int?**

You do not have to know this for the exam, but the maximum number an int can hold is 2,147,483,647. How do we know this? One way is to have Java tell us:

System.out.println(Integer.MAX\_VALUE);

The other way is with math. An int is 32 bits. 232 is 4,294,967,296. Divide that by 2 and you get 2,147,483,648. Then subtract 1 as we did with bytes and you get 2,147,483,647. It’s easier to just ask Java to print the value, isn’t it?

There are a few more things you should know about numeric primitives. When a number is present in the code, it is called a literal. By default, Java assumes you are defining an int value with an integer literal.

long max = 3123456789; // DOES NOT COMPILE

Java complains the number is out of range. And it is – for an int. However, we don’t have an int. The solution is to add the character **L** to the number:

long max = 3123456789**L**; // now Java knows it is a long

The lowercase l looks like the number 1.

Another way to specify numbers is to change the “base.” Java allows you to specify digits in several other formats besides 10-based system:

* octal (digits 0–7), which uses the number **0** as a prefix – for example, **0**17
* hexadecimal (digits 0–9 and letters A–F), which uses the number **0** followed by **x** or **X** as a prefix—for example, **0x**FF
* binary (digits 0–1), which uses the number **0** followed by **b** or **B** as a prefix—for example, **0b**10

The last thing you need to know about numeric literals is a feature added in Java 7. You can have underscores in numbers to make them easier to read:

int million1 = 1000000;

int million2 = 1\_000\_000;

We’d rather be reading the latter one because the zeroes don’t run together. You can add underscores anywhere except at the beginning of a literal, the end of a literal, right before a decimal point, or right after a decimal point. Also, for floating point numbers underscore could be used after leading zero which will be truncated. Doesn’t work with integers.

**Reference Types:**

A reference type refers to an object (an instance of a class). Unlike primitive types that hold their values in the memory where the variable is allocated, references do not hold the value of the object they refer to. Instead, a reference “points” to an object by storing the memory address where the object is located, a concept referred to as a pointer. Unlike other languages, Java does not allow you to learn what the physical memory address is. You can only use the reference to refer to the object.

java.util.Date today;

String greeting;

The today variable is a reference of type Date and can only point to a Date object. The greeting variable is a reference that can only point to a String object. A value is assigned to a reference in one of two ways:

* a reference can be assigned to another object of the same type.
* a reference can be assigned to a new object using the new keyword.

The Reference type objects do not have names and can be accessed only via their corresponding reference. Declared type of ref variable denotes an object (or subclass of it) on which such a link can referred to. Size of ref vars have the same size (because they are just pointer to memory where objects located. These objects in turn could vary a lot by the size)

**Key Differences between reference and primitive variables:**

There are a few important differences you should know:

1. reference types can be assigned null, which means they do not currently refer to an object. Primitive types will give you a compiler error if you attempt to assign them null
2. reference types can be used to call methods when they do not point to null. Primitives do not have methods declared on them
3. all the primitive types have lowercase type names. All classes that come with Java begin with uppercase. You should follow this convention for classes you create as well

A variable is a name for a piece of memory that stores data. When you declare a variable, you need to state the variable type along with giving it a name.

**Declaring Multiple Variables:**

You can also declare and initialize multiple variables in the same statement. The shortcut to declare multiple variables in the same statement only works when they share a type, i.e. code won’t compile we try to declare multiple variables of different types in the same statement.

**Initializing Instance Members**

Normally, you would put code to initialize an instance variable in a constructor. There are two alternatives to using a constructor to initialize instance variables: initializer blocks and final methods.

Initializer blocks for instance variables look just like static initializer blocks, but without the static keyword:

{

// whatever code is needed for initialization goes here

}

The Java compiler copies initializer blocks into every constructor. Therefore, this approach can be used to share a block of code between multiple constructors.

static init block is called every time class is loading (declared such class, or call static members etc.)

Top level class in Java:

* <https://stackoverflow.com/questions/7370808/why-cant-a-top-level-class-be-static-in-java>

static modifier:

* <https://javarush.ru/groups/posts/800-10-zametok-o-modifikatore-static-v-java>
* <http://citforum.ru/internet/javaqa/javaqanda_14.shtml>

Variable declaration and initialization can be put on one line. However, this form of initialization has limitations because of its simplicity. If initialization requires some logic (for example, error handling or a for loop to fill a complex array), simple assignment is inadequate

It is not necessary to declare fields at the beginning of the class definition, although this is the most common practice. It is only necessary that they be declared and initialized before they are used.

**There are only three rules to remember for legal identifiers:**

* The name must begin with a letter or the symbol $ (or any currency symbol) or \_
* Subsequent characters may also be numbers
* You cannot use the same name as a Java reserved word. As you might imagine, a reserved word is a keyword that Java has reserved so that you are not allowed to use it. Remember that Java is case sensitive, so you can use versions of the keywords that only differ in case. Please don’t, though

**An object is no longer reachable when one of two situations occurs:**

* The object no longer has any references pointing to it
* All references to the object have gone out of scope

Luckily, there isn’t much to remember about finalize() for the exam. Just keep in mind that it might not get called and that it won’t be called twice. With that said, this call produces no output when it run.

A Java operator is a special symbol that can be applied to a set of variables, values, or literals – referred to as operands – and that returns a result. Three flavors of operators are available in Java: unary, binary, and ternary. These types of operators can be applied to one, two, or three operands, respectively.

int y = 4;

double x = 3 + 2 \* --y;

In this example, you would first decrement y to 3, and then multiply the resulting value by 2, and finally add 3. The value would then be automatically up cast from 9 to 9.0 and assigned to x. The final values of x and y would be 9.0 and 3, respectively.

**Fails when you are trying to convert from larger to smaller data types:**

Let’s consider some examples to show how casting can resolve these issues

int x = 1.0; // DOES NOT COMPILE

short y = 1921222; // DOES NOT COMPILE

int z = 9f; // DOES NOT COMPILE

long t = 192301398193810323; // DOES NOT COMPILE

* The 1st statement does not compile because you are trying to assign a double 1.0 to an

integer value. Even though the value is a mathematic integer, by adding .0, you’re instructing the compiler to treat it as a double

* The 2nd statement does not compile because the literal value 1921222 is outside the range of short and the compiler detects this
* The 3rd statement does not compile because of the **f** added to the end of the number that instructs the compiler to treat the number as floating-point value
* The 4th statement does not compile because Java interprets the integer literal as an int and notices that the value is larger than int allows. The literal would need a postfix **L** to be considered a long.

Direct/indirect codes:

* <https://ru.wikipedia.org/wiki/%D0%9F%D1%80%D1%8F%D0%BC%D0%BE%D0%B9_%D0%BA%D0%BE%D0%B4>
* <https://math.semestr.ru/inf/inverse.php>

Numerical systems:

* <https://math.semestr.ru/inf/index.php>

One final thing to know about the assignment operator is that the result of the assignment is an expression in and of itself, equal to the value of the assignment. For example, the following snippet of code is perfectly valid, if not a little odd looking:

long x = 5;

long y = (x=3);

System.out.println(x); // Outputs 3

System.out.println(y); // Also, outputs 3

Note: should work even without ()

![](data:image/png;base64,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)

A Java statement is a complete unit of execution in Java, terminated with a semicolon (;)

may notice the syntax of the continue statement mirrors whitespace and are not evaluated as part of the execution. When you see a control ﬂow statement in a question, be sure to trace the open and close braces of the block and ignore any indentation you may come across.

The **else** operator takes a statement or block of statement, in the same manner as the **if** statement does. In this manner, we can append additional **if-then** statements to an **else** block to arrive at a more refined example:

if(hourOfDay < 11) {

System.out.println("Good Morning");

} else if(hourOfDay < 15) {

System.out.println("Good Afternoon");

} else {

System.out.println("Good Evening");

}

In this example, the Java process will continue execution until it encounters an **if-then** statement that evaluates to true. If neither of the first two expressions are true, it will execute the final code of the else block.

**Ternary Expression Evaluation:**

As of Java 7, only one of the right-hand expressions of the ternary operator will be evaluated at runtime. In a manner like the short-circuit operators, if one of the two right-hand expressions in a ternary operator performs a side effect, then it may not be applied at runtime. Let’s illustrate this principle with the following example:

int y = 1;

int z = 1;

final int x = y<10 ? y++ : z++;

System.out.println(y+","+z); // Outputs 2,1

Notice that since the left-hand boolean expression was true, only y was incremented. Contrast the preceding example with the following modiﬁcation:

int y = 1;

int z = 1;

final int x = y>=10 ? y++ : z++;

System.out.println(y+","+z); // Outputs 1,2

Now that the left-hand boolean expression evaluates to false, only z was incremented. In this manner, we see how the expressions in a ternary operator may not be applied if the expression is not used. For the exam, be wary of any question that includes a ternary expression in which a variable is modiﬁed in one of the right-hand side expressions.

**Compile-time Constant Values:**

The values in each case statement must be compile-time constant values of the same data type as the switch value. This means you can use only literals, enum constants, or final constant variables of the same data type. **By final constant**, we mean that the variable must be marked with the final modifier and **initialized** with a literal value **in the same expression** in which it is declared.

if-then statements, switch statements, and loops can all have optional labels. A label is an optional pointer to the head of a statement that allows the application flow to jump to it or break from it. It is a single word that is proceeded by a colon (:).

Labels are extremely useful in nested environments. Optional labels are often only used in loop structures. While this topic is not on the OCA exam, it is possible to add optional labels to control and block structures. That said, it is rarely considered good coding practice to do so.

For formatting, labels follow the same rules for identifiers. For readability, they are commonly expressed in uppercase, with underscores between words, to distinguish them from regular variables.

You may notice the syntax of the **continue** statement mirrors that of the **break** statement. In fact, the statements are similar in how they are used, but with different results. While the **break** statement transfers control to the enclosing statement, the **continue** statement transfers control to the boolean expression that determines if the loop should continue. In other words, it ends the current iteration of the loop.

Decision making in Java:

* <https://www.geeksforgeeks.org/decision-making-javaif-else-switch-break-continue-jump/amp/>

Without examining whether you should, yes, you can use **labeled statements with** **if** in Java. According to the 1.7 specification: The Identifier is declared to be the label of the immediately contained Statement. [...] identifier statement labels are used with break (§14.15) or continue (§14.16) statements appearing anywhere within the labeled statement.

It goes on (emphasis added)

If the statement is labeled by an Identifier and the contained Statement completes abruptly because of a break with the same Identifier, then the labeled statement completes normally. In all other cases of abrupt completion of the Statement, the labeled statement completes abruptly for the same reason.

So, if you break an **if** block (remember a block is a statement), you can exit the if body. Let's test it:

public static void main(String[] args) {

if (true) label: {

if (args != null)

break label;

System.out.println("doesn't get here");}

System.out.println("Outside of labeled block");

}

Output:

Outside of labeled block

Placing one String before the other String and combining them together is called string concatenation. The OCA exam creators like string concatenation because the + operator can be used in two ways within the same line of code (operator overloading). There aren’t a lot of rules to know for this, but you must know them well:

* If both operands are numeric, + means numeric addition
* If either operand is a String, + means concatenation
* The expression is evaluated left to right.

immutable classes in Java are ﬁnal, and subclasses can’t add mutable behavior.

**The String Pool:**

Since strings are everywhere in Java, they use up a lot of memory. In some production applications, they can use up 25–40 percent of the memory in the entire program. Java realizes that many strings repeat in the program and solves this issue by reusing common ones. The **string pool**, also known as the **intern pool**, is a location in the Java virtual machine (JVM) that collects all these strings. The string pool contains literal values that appear in your program. For example, “name” is a literal and therefore goes into the string pool. myObject.toString() is a string

but not a literal, so it does not go into the string pool. Strings not in the string pool are garbage collected just like any other object. Remember back when we said these two lines are subtly different?

String name = "Fluffy";

String name = new String("Fluffy");

The former says to use the string pool normally. The second says “No, JVM. I really don’t want you to use the string pool. Please create a new object for me even though it is less efficient.” When you write programs, you wouldn’t want to do this. For the exam, you need to know that it is allowed.

**Size vs. Capacity:**

The behind-the-scenes process of how objects are stored isn’t on the exam, but some knowledge of this process may help you better understand and remember String-Builder. Size is the number of characters currently in the sequence, and capacity is the number of characters the sequence can currently hold. Since a String is immutable, the size and capacity are the same. The number of characters appearing in the String is both the size and capacity. For StringBuilder, Java knows the size is likely to change as the object is used. When StringBuilder is constructed, it may start at the default capacity (which happens to be 16) or one of the programmer’s choosing.

Algorithms and data structures:

* <https://proglib.io/p/algorithms-and-structures/>

LocalTime.isBefore() can’t compare a LocalDate object to a LocalTime object – compilation fails.

SJCP Exam Preparation: Top-level and Inner Classes:

<https://www.developer.com/java/ent/article.php/859381/sjcp-exam-preparation-top-level-and-inner-classes.htm>